Lab 8  Name:__________________________  Checked:_____

Objectives:
Practice creating classes and methods, and using them in your programs.

Preparation A: Exercise using the Die class

In your Lab 8 folder, create a subfolder Dice for your files in this exercise.
(Don't have a Lab 8 folder? Then be sure to create one now, complete the Warmup exercise, and review lecture notes before you begin.)

For this exercise we will be modifying an example from the text involving the Die class (simulating rolling dice).

1. Download and compile RollingDice.java and Die.java

   * Try running Die.java, note the error you get here:

   ______________________________________________________________

   Explain what happened:

   ______________________________________________________________

2. Modify RollingDice.java so that it creates a third die and rolls it along with the others

3. Change the toString() method in Die class so that instead of printing just the number showing on the face of the die, it produces a string containing the number in a new line, inside a box, like this:
   
   +----+
   | 5   |
   +----+

   * Re-compile Die.java
   * Run RollingDice.java to observe the effect of this change.

6. (optional): Challenge: Make the toString() method more realistic, so that it returns a string that looks like an actual die. For example,

   +----+         +--------+
   | 5   |         | *   * |
   +----+         +--------+

   instead of this:        it could look like this:

   +----+         +--------+
   | *   |         | *   * |
   +----+         +--------+
Preparation B: Exercise using the Account class

In your Lab 8 folder, create a subfolder Banking for your files in this exercise. We will be modifying the code of the Transactions class to create and use Account objects.

1. Download and compile the Account.java and Transactions.java files. (Do NOT use the ones from the Warmup exercise; be sure to create a new folder and start again with fresh versions downloaded from the course website.)

   Run the Transactions class (NOT the Account class) and answer the following questions:

   a) How many Account objects were created by the Transactions class? __________

   b) What were the variables names (Java identifiers) that referred to these objects?

   c) Give an example of a statement that was used to print out the information of an Account object:


2. Examine the code for the Account class.
   o List the names of all the instance variables: _________________________________
   o List the corresponding types (for inst. vars): __________________________
   o List the names of all the methods (include the constructor):


3. Create a new application named OnePercent.java
   Similar to Transactions.java) using the Account class as follows:
   • Creates an account for someone named "Donald Trump" with $400 as initial balance and account number: 20230715
   • Creates an account for someone named "Bill Gates" with $500 as initial balance and account number 31558040
   • Creates an account for someone named "Elon Musk" with $600 as initial balance and account number 44003050
   • Prints the information for these three accounts

   Compile and run OnePercent.java before proceeding. Make sure it prints the information as you expect it.
4. Add more code to **OnePercent.java** to create one more account and to print its information, along with the other accounts’ information:

- Account name: "Uncle Sam"
- account number: 999999999.
- Initial balance: $0

Re-compile and run **OnePercent**. Make sure it prints the information as you expect it.

5. Using the `getBalance()` method.
Add some more code to **OnePercent.java** to use the `getBalance()` method of the Account class to get the balances of the four accounts and to add them together to obtain the total amount of money in the bank. Print the total and verify that you are getting the right amount (should be $1500).

   **Note:** Do NOT make any changes to the Account class, we are still working in the OnePercent class.

   Remember that, in order to display the total as currency, you will need to use the `NumberFormat` class.

6. Change the `toString()` method in the Account class.
In the Account class, change the code of the `toString()` method so that the string returned also contains the name of the bank (make something up!) and formats the information slightly differently (your design decision here). Recompile Account and then run OnePercent (no need to recompile OnePercent since it should NOT have changed in this step).

**SUBMIT files for preparation through blackboard under Lab 8 prep:**

- Die.java
- RollingDice.java
- Account.java
- OnePercent.java
Part A: Dice – Modifying the Die class
Use the files in the subfolder Dice from the lab preparation.

1. Create a new method in the Die class:
   ```java
   public void nudge()
   ```
   The method should cause the die's value to be incremented. So, for example, if the die's value is 3, it should become 4; if it is 6, it should circle back to 1.
   *Hint: use an if statement or think of a clever way to use the % operator to do this*. The nudge() method should not return any value. Be sure this method contains appropriate comments.

2. In RollingDice.java add some statements at the end to "nudge" up the values of the three dice and print them again.

Part B: Banking – Modifying the Account class
Use the files in the subfolder Banking from the lab preparation.

1. Create a new method in the Account class, to add interest to an account.
   The method should have a single parameter, a double, for the interest rate. The amount added to the balance of the account should be computed according to the rate given by the parameter. For example, if the acct1 balance is $100.00 and the method is invoked as follows:
   ```java
   acct1.addInterest(0.015);
   ```
   the balance of acct1 should increase by 1.5% (thus $100 + $1.50 = $101.50 ).
   - Be sure to include comments describing the method’s functionality. Use a similar format to the other methods in the Account class.
   - Test your method by invoking it four times to add 3% interest to all the accounts (including Uncle Sam’s!).

   *For the next two exercises, recall that Java allows you to define alternative versions of methods using the same method name as long as the different versions also have a different number or different types of parameters. We will now define alternative withdraw() and constructor methods.*

2. Add a second version of the withdraw() method.
   This version does NOT charge a withdrawal fee, so it has only one parameter. Use this version of the method in OnePercent to withdraw some money from Elon Musk’s account.
   *Reminder:* The name of this method should still be withdraw(). See note above.

3. Add another version of the constructor.
   This version takes only two parameters: name and account number (i.e., no initial balance).
   This constructor creates an Account object with initial balance $0. Modify OnePercent to use this version of the constructor to create the “Uncle Sam” account.
   *Reminder:* This constructor should still be named Account(). See note above.
4. Write some additional code in OnePercent.java to "tax" the accounts.
In the OnePercent class, after the code for adding interest to the accounts, we will add some
more code to compute and transfer the tax from each of the three accounts to the “Uncle Sam”
account. We have not developed a “transfer” method, so we will proceed as follows:
➢ Compute the tax on each account. The tax should be computed at the rate of 35% on the
current balance (you will need to use the method getBalance()).
   ○ Note: Be sure to calculate the 35% tax by writing code in OnePercent to multiply the current balance by
     0.35 (i.e., do not calculate it yourself, let the program do it!).
➢ In order to levy the tax, you will withdraw the tax amount from each account and deposit it
   into Uncle Sam’s account.
➢ Add some code following this to print all of the account information again. Add a couple of
   extra statements to label the output "before taxes" and "after taxes"
Re-compile and run OnePercent.java. Make sure it prints the information of the accounts
as you expect it.

Part C: Implementing your own class and a client to test it
In your Lab 8 folder, create a subfolder Humans for your files in this exercise.
We will be writing all the code from scratch.

1. Implement a Person class.
a) Copy and paste the Java comments below into a new Java file for a Person class (we will
   use these comments to build the code for the Person class incrementally).
b) Start by putting in the class heading and the enclosing braces; write the code for the instance
   variable declarations and implement the constructor and the toString() method.
c) Compile your class and fix any errors before proceeding.

```java
//***************************************************************
// Person.java       Author: YOUR NAME HERE
// Represents a person, with attributes: name, age.
//***************************************************************

// instance variables: name, age

// Constructor: Sets up the person by defining the name, and age

// toString():returns a String describing this person, eg:
//    "Jasmine, 19"

2. Implement the client (driver class).
You can call this class PeopleBeingPeople or another name or your choice.

Use the comments below as guidelines (copy and paste them into a new Java file and fill in the
required Java code).

Be sure to set up the class and the main() method appropriately
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package PeopleBeingPeople;

import java.util.*;

public class PeopleBeingPeople {

    public static void main(String[] args) {
        // Instantiate three objects of the Person class, assign them
        // to variables named friend1, friend2, friend3.
        // (Use names and ages of your choice.)
        Person friend1 = new Person("John Smith", 25);
        Person friend2 = new Person("Jane Doe", 27);
        Person friend3 = new Person("Bob Johnson", 23);

        // Print out info about friend1, friend2, friend3.
        System.out.println("Friend 1: " + friend1.getName() + " - Age: " + friend1.getAge());
        System.out.println("Friend 2: " + friend2.getName() + " - Age: " + friend2.getAge());
        System.out.println("Friend 3: " + friend3.getName() + " - Age: " + friend3.getAge());

        // In the Person class, add another constructor that has only one parameter, the name.
        Person friend4 = new Person("Alice Green", 26);
        System.out.println("Friend 4: " + friend4.getName() + " - Age: " + friend4.getAge());

        // Let's now add some more methods to the Person class.
        friend1.birthday();
        friend2.birthday();
        friend3.birthday();
        friend4.birthday();

        // Get and print the average age of the four friends.
        int sum = friend1.getAge() + friend2.getAge() + friend3.getAge() + friend4.getAge();
        double averageAge = (double) sum / 4;
        System.out.println("Average Age: " + averageAge);

        // Add more methods to the Person class.
        friend1.setName("Alice Green");
        System.out.println("Name: " + friend1.getName());
        System.out.println("Age: " + friend1.getAge());

        // Test your methods by adding some code to your client (PeopleBeingPeople class).
        System.out.println("Changed name: " + friend1.getName());
        System.out.println("Message: " + friend1.getMessage());

        // Optional: You can also add more instance variables to the Person class.
        friend1.happiness = true;
        System.out.println("Happiness: " + friend1.getHappiness());
    }

    public static class Person {
        private String name;
        private int age;

        public Person(String name, int age) {
            this.name = name;
            this.age = age;
        }

        public void birthday() {
            this.age++;
        }

        public String getName() {
            return name;
        }

        public int getAge() {
            return age;
        }

        public void setName(String name) {
            this.name = name;
        }

        public String getMessage() {
            return "Hello, my name is " + name + " and I am " + age + " years old.
        }

        public boolean isHappiness() {
            return happiness;
        }

        public void setHappiness(boolean happiness) {
            this.happiness = happiness;
        }
    }
}
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Lab 8 Comments  

Name:______________  Checked: _______

Comments on this lab, please:

What was the most valuable thing you learned in this lab?

What did you like best about this lab?

Was there any particular problem?

Do you have any suggestions for improving this lab as an effective learning experience?